**Snake**

In this part of the Java 2D games tutorial, we will create a Java Snake game clone.

**Snake**

*Snake* is an older classic video game. It was first created in late 70s. Later it was brought to PCs. In this game the player controls a snake. The objective is to eat as many apples as possible. Each time the snake eats an apple, its body grows. The snake must avoid the walls and its own body. This game is sometimes called *Nibbles*.

**Development**

The size of each of the joints of a snake is 10px. The snake is controlled with the cursor keys. Initially, the snake has three joints. If the game is finished, the "Game Over" message is displayed in the middle of the board.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Dimension;

import java.awt.Font;

import java.awt.FontMetrics;

import java.awt.Graphics;

import java.awt.Image;

import java.awt.Toolkit;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import javax.swing.ImageIcon;

import javax.swing.JPanel;

import javax.swing.Timer;

public class Board extends JPanel implements ActionListener {

private final int B\_WIDTH = 300;

private final int B\_HEIGHT = 300;

private final int DOT\_SIZE = 10;

private final int ALL\_DOTS = 900;

private final int RAND\_POS = 29;

private final int DELAY = 140;

private final int x[] = new int[ALL\_DOTS];

private final int y[] = new int[ALL\_DOTS];

private int dots;

private int apple\_x;

private int apple\_y;

private boolean leftDirection = false;

private boolean rightDirection = true;

private boolean upDirection = false;

private boolean downDirection = false;

private boolean inGame = true;

private Timer timer;

private Image ball;

private Image apple;

private Image head;

public Board() {

addKeyListener(new TAdapter());

setBackground(Color.black);

setFocusable(true);

setPreferredSize(new Dimension(B\_WIDTH, B\_HEIGHT));

loadImages();

initGame();

}

private void loadImages() {

ImageIcon iid = new ImageIcon("dot.png");

ball = iid.getImage();

ImageIcon iia = new ImageIcon("apple.png");

apple = iia.getImage();

ImageIcon iih = new ImageIcon("head.png");

head = iih.getImage();

}

private void initGame() {

dots = 3;

for (int z = 0; z < dots; z++) {

x[z] = 50 - z \* 10;

y[z] = 50;

}

locateApple();

timer = new Timer(DELAY, this);

timer.start();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

}

private void doDrawing(Graphics g) {

if (inGame) {

g.drawImage(apple, apple\_x, apple\_y, this);

for (int z = 0; z < dots; z++) {

if (z == 0) {

g.drawImage(head, x[z], y[z], this);

} else {

g.drawImage(ball, x[z], y[z], this);

}

}

Toolkit.getDefaultToolkit().sync();

} else {

gameOver(g);

}

}

private void gameOver(Graphics g) {

String msg = "Game Over";

Font small = new Font("Helvetica", Font.BOLD, 14);

FontMetrics metr = getFontMetrics(small);

g.setColor(Color.white);

g.setFont(small);

g.drawString(msg, (B\_WIDTH - metr.stringWidth(msg)) / 2, B\_HEIGHT / 2);

}

private void checkApple() {

if ((x[0] == apple\_x) && (y[0] == apple\_y)) {

dots++;

locateApple();

}

}

private void move() {

for (int z = dots; z > 0; z--) {

x[z] = x[(z - 1)];

y[z] = y[(z - 1)];

}

if (leftDirection) {

x[0] -= DOT\_SIZE;

}

if (rightDirection) {

x[0] += DOT\_SIZE;

}

if (upDirection) {

y[0] -= DOT\_SIZE;

}

if (downDirection) {

y[0] += DOT\_SIZE;

}

}

private void checkCollision() {

for (int z = dots; z > 0; z--) {

if ((z > 4) && (x[0] == x[z]) && (y[0] == y[z])) {

inGame = false;

}

}

if (y[0] >= B\_HEIGHT) {

inGame = false;

}

if (y[0] < 0) {

inGame = false;

}

if (x[0] >= B\_WIDTH) {

inGame = false;

}

if (x[0] < 0) {

inGame = false;

}

if(!inGame) {

timer.stop();

}

}

private void locateApple() {

int r = (int) (Math.random() \* RAND\_POS);

apple\_x = ((r \* DOT\_SIZE));

r = (int) (Math.random() \* RAND\_POS);

apple\_y = ((r \* DOT\_SIZE));

}

@Override

public void actionPerformed(ActionEvent e) {

if (inGame) {

checkApple();

checkCollision();

move();

}

repaint();

}

private class TAdapter extends KeyAdapter {

@Override

public void keyPressed(KeyEvent e) {

int key = e.getKeyCode();

if ((key == KeyEvent.VK\_LEFT) && (!rightDirection)) {

leftDirection = true;

upDirection = false;

downDirection = false;

}

if ((key == KeyEvent.VK\_RIGHT) && (!leftDirection)) {

rightDirection = true;

upDirection = false;

downDirection = false;

}

if ((key == KeyEvent.VK\_UP) && (!downDirection)) {

upDirection = true;

rightDirection = false;

leftDirection = false;

}

if ((key == KeyEvent.VK\_DOWN) && (!upDirection)) {

downDirection = true;

rightDirection = false;

leftDirection = false;

}

}

}

}

First we will define the constants used in our game.

private final int B\_WIDTH = 300;

private final int B\_HEIGHT = 300;

private final int DOT\_SIZE = 10;

private final int ALL\_DOTS = 900;

private final int RAND\_POS = 29;

private final int DELAY = 140;

The B\_WIDTH and B\_HEIGHT constants determine the size of the board. The DOT\_SIZE is the size of the apple and the dot of the snake. The ALL\_DOTS constant defines the maximum number of possible dots on the board (900 = (300\*300)/(10\*10)). The RAND\_POS constant is used to calculate a random position for an apple. The DELAY constant determines the speed of the game.

private final int x[] = new int[ALL\_DOTS];

private final int y[] = new int[ALL\_DOTS];

These two arrays store the x and y coordinates of all joints of a snake.

private void loadImages() {

ImageIcon iid = new ImageIcon("dot.png");

ball = iid.getImage();

ImageIcon iia = new ImageIcon("apple.png");

apple = iia.getImage();

ImageIcon iih = new ImageIcon("head.png");

head = iih.getImage();

}

In the loadImages() method we get the images for the game. The ImageIcon class is used for displaying PNG images.

private void initGame() {

dots = 3;

for (int z = 0; z < dots; z++) {

x[z] = 50 - z \* 10;

y[z] = 50;

}

locateApple();

timer = new Timer(DELAY, this);

timer.start();

}

In the initGame() method we create the snake, randomly locate an apple on the board, and start the timer.

private void checkApple() {

if ((x[0] == apple\_x) && (y[0] == apple\_y)) {

dots++;

locateApple();

}

}

If the apple collides with the head, we increase the number of joints of the snake. We call thelocateApple() method which randomly positions a new apple object.

In the move() method we have the key algorithm of the game. To understand it, look at how the snake is moving. We control the head of the snake. We can change its direction with the cursor keys. The rest of the joints move one position up the chain. The second joint moves where the first was, the third joint where the second was etc.

for (int z = dots; z > 0; z--) {

x[z] = x[(z - 1)];

y[z] = y[(z - 1)];

}

This code moves the joints up the chain.

if (leftDirection) {

x[0] -= DOT\_SIZE;

}

This line moves the head to the left.

In the checkCollision() method, we determine if the snake has hit itself or one of the walls.

for (int z = dots; z > 0; z--) {

if ((z > 4) && (x[0] == x[z]) && (y[0] == y[z])) {

inGame = false;

}

}

If the snake hits one of its joints with its head the game is over.

if (y[0] >= B\_HEIGHT) {

inGame = false;

}

The game is finished if the snake hits the bottom of the board.

Snake.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class Snake extends JFrame {

public Snake() {

add(new Board());

setResizable(false);

pack();

setTitle("Snake");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

JFrame ex = new Snake();

ex.setVisible(true);

}

});

}

}

This is the main class.

setResizable(false);

pack();

The setResizable() method affects the insets of the JFrame container on some platforms. Therefore, it is important to call it before the pack() method. Otherwise, the collision of the snake's head with the right and bottom borders might not work correctly.

![Snake](data:image/png;base64,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)

Figure: Snake